**Android 图片加载框架**
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1. Glide
2. Glide的使用

Glide.with(this)

.load(url)

.asBitmap()

.placeholder(R.drawable.loading)

.error(R.drawable.error)

.diskCacheStrategy(DiskCacheStrategy.NONE)

.override(100, 100)

.into(imageView);

1. Glide#with()
2. with()中传入的为Application时，通过应用程序的Lifecycle自动和应用程序的生命周期是同步的。若应用程序关闭，则Glide的加载也会同时终止；
3. 在非主线程当中使用的Glide，那么不管你是传入的Activity还是Fragment，都会被强制当成Application来处理。
4. 在主线程当中使用的Glide，向当前的Activity当中添加一个隐藏的Fragment，从而通过该Fragment获取到加载的生命周期（Glide无法知道Activity的生命周期，而Fragment的生命周期和Activity是同步的，若Activity被销毁了，Fragment是可以监听到，Glide可以通过隐藏的Fragment捕获生命周期并停止图片加载了）
5. load()返回DrawableTypeRequest对象（其内部提供了两个方法asBitmap()和asGif()分别用于强制指定加载静态图片和动态图片，这两方法分别创建了一个BitmapTypeRequest和GifTypeRequest。若没有进行强制指定，则默认使用DrawableTypeRequest）
6. into()
7. 将into()中的参数包装成一个Target；
8. 调用request请求加载网络图片（加载之前有异常则加载出错图片，否则加载兜底图）
9. 如果内存缓存中有要加载的图片，则从内存缓存中取，否则开启子线程进入异步流程，子线程中先从磁盘缓存中取，磁盘缓存中没有时再从网络上下载。
10. 请求到图片之后对其解码，并对图片做压缩、旋转、圆角等处理
11. 通过handler机制将图片发送到主线程，并设置到view中显示
12. 缓存：key由id、signature、width、height等10个参数组成的
13. 内存缓存：防止应用重复将图片数据读取到内存当中
14. Glide默认开启内存缓存，通过skipMemoryCache(true)可以关闭内存缓存；
15. 使用LruCache算法+弱引用缓存，先从内存缓存（LruCache）中取，再从弱引用缓存取；
16. 从内存缓存（LruCache）获取到图片后，将其从LruCache中删除，并放入到弱引用缓存；（弱引用缓存正在使用的图片，可以保护这些图片不会被LruCache算法回收掉。）
17. 子线程下载图片后，通过Handler机制发送到主线程，Engine先将其放入弱引用缓存。每次使用该图片都会调用EngineResource#acquire()使引用计数acquired加1，图片使用完之后调用EngineResource#release()使引用计数acquired减1。当acquired为0时，说明图片不在使用，将其从弱引用缓存中移除并放入到内存缓存（LruCache）中。
18. 磁盘缓存：防止应用重复从网络或其他地方重复下载和读取数据。
19. Glide通过diskCacheStrategy ()方法设置磁盘缓存策略；

DiskCacheStrategy.NONE： 不缓存任何内容。

DiskCacheStrategy.SOURCE： 只缓存原始图片。

DiskCacheStrategy.RESULT： 只缓存转换过后的图片（默认选项）。

DiskCacheStrategy.ALL：既缓存原始图片，也缓存转换过后的图片。

1. 默认通过decodeFromCache()从硬盘缓存当中读取图片（decodeFromCache()中通过decodeResultFromCache从缓存中获取转换后的图片，没有获取到再通过decodeSourceFromCache()从缓存中获取原始图片），缓存中不存在时才通过decodeFromSource()从网络上获取原始图片。
2. 通过BitmapPool防止OOM。新加载图片时，会先从BitmapPool里面找有没有相应大小的Bitmap，有则直接使用，没有才会申请新的Bitmap；回收时，则会提交给BitmapPool, 供下次使用。
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